**C-DAC Mumbai Date 29/09/2024**

**Subject: Algorithm and Data Structure**

**Assignment 3**

**Solve the assignment with following thing to be added in each question.**

-Program

-Flow chart

-Explanation

-Output

-Time and Space complexity

Submission Date: 01/10/2024

**1. Implement a Stack using an array.**

* **Test Case 1**:  
  Input: Push 5, 3, 7, Pop  
  Output: Stack = [5, 3], Popped element = 7
* **Test Case 2**:  
  Input: Push 10, Push 20, Pop, Push 15  
  Output: Stack = [10, 15], Popped element = 20

Solution—

**package** assign3;

**class** StackApp{

**static** **final** **int** ***MAX***=10;

**int** a[]=**new** **int**[***MAX***];

**int** top;

StackApp(){

top=-1;

}

**boolean** push(**int** d) {

**if**(top>=***MAX***-1)

{

System.***out***.println("stack overflow");

**return** **false**;

}

a[++top]=d;

**return** **true**;

}

**int** pop() {

**if**(top<0) {

System.***out***.println("stack underflow");

**return** -1;

}

**return** a[top--];

}

**void** display() {

**if**(top<0)

{

System.***out***.println("Empty stack");

}

System.***out***.print("Stack= [");

**for**(**int** i=0;i<=top;i++) {

**int** r=a[i];

**if**(i==top)

System.***out***.print(r);

**else**

System.***out***.print(r+",");

}

System.***out***.print("],");

}

}

**public** **class** A3\_Q1 {

**public** **static** **void** main(String[] args) {

StackApp s=**new** StackApp();

s.push(10);

s.push(20);

**int** p=s.pop();

s.push(15);

s.display();

System.***out***.println("Popped element="+p);

}

}
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**2. Check for balanced parentheses using a stack.**

* **Test Case 1**:  
  Input: "({[()]})"  
  Output: Balanced
* **Test Case 2**:  
  Input: "([)]"  
  Output: Not Balanced

Solution—

**package** assign3;

**import** java.util.Scanner;

**class** balance{

**static** **final** **int** ***MAX***=10;

**char** a[]=**new** **char**[***MAX***];

**int** top;

**static** **int** *count*=0;

balance(){

top=-1;

}

**boolean** isEmpty() {

**return** (top<0);

}

**boolean** isFull() {

**if**(top>=***MAX***-1)

**return** **true**;

**return** **false**;

}

**int** push(**char** d) {

**if**(isFull())

{

System.***out***.println("stack overflow");

**return** 0;

}

**else** **if**(d== '(' || d=='{' || d=='[' )

{

a[++top]=d;

*count*++;

}

**else**

{

**if**((peek()=='(' && d==')') || (peek()=='{' && d=='}') || (peek()=='[' && d==']') ) {

pop();

*count*--;

}

}

**return** *count*;

}

**char** pop() {

**if**(top<0) {

System.***out***.println("stack underflow");

**return** '0';

}

**return** a[top--];

}

**char** peek() {

**return** top<0?'0':a[top];

}

}

**public** **class** A3\_Q2 {

**public** **static** **void** main(String[] args) {

Scanner sc=**new** Scanner(System.***in***);

String s=sc.nextLine();

balance b=**new** balance();

**int** j=-1;

**for**(**int** i=0; i<s.length();i++) {

j=b.push(s.charAt(i));

}

**if**(j==0)

System.***out***.println("balanced");

**else**

System.***out***.println("unbalanced");

sc.close();

}

}
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**3. Reverse a string using a stack.**

Solution—

**package** assign3;

**import** java.util.Scanner;

**class** Stacks{

**static** **final** **int** ***MAX***=20;

**char** a[]=**new** **char**[***MAX***];

**int** top;

Stacks(){

top=-1;

}

**boolean** push(StringBuffer s) {

**if**(top>=***MAX***-1)

{

System.***out***.println("stack overflow");

**return** **false**;

}

**for**(**int** i=0;i<s.length();i++) {

a[++top]=s.charAt(i);

}

**return** **true**;

}

**char** pop() {

**if**(top<0) {

System.***out***.println("stack underflow");

**return** '0';

}

**return** a[top--];

}

**void** reverse(StringBuffer s) {

**if**(top<0)

{

System.***out***.println("Empty stack");

**return**;

}

**for** (**int** i = 0; i <s.length(); i++) {

**char** ch = pop();

s.setCharAt(i, ch);

}

System.***out***.println(s);

}

}

**public** **class** A3\_Q3 {

**public** **static** **void** main(String[] args) {

Scanner sc=**new** Scanner(System.***in***);

String str=sc.nextLine();

StringBuffer s=**new** StringBuffer(str);

Stacks sa=**new** Stacks();

sa.push(s);

sa.reverse(s);

}

}

**Test Case 1**:  
Input: "hello"  
Output: "olleh"

* **Test Case 2**:  
  Input: "world"  
  Output: "dlrow"

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHIAAABYCAIAAACmiDR6AAAAAXNSR0IArs4c6QAABStJREFUeF7tnL9vGkkUx2evi0sjn4ukSMG64ELak0CKclIatgkp7kTnDqrI/AUp0qYBRS7wXxAdjZuwTaqTQHIXZX0UsFKac8FxpsQlNzO73t9459nziH+8EZJl75f3Zj77nZnHDrKxWq0YtfUEvn5l3S57/ZrV6wBMBmG9mtabN+z4mD19yr5/B2D9CaB9kFLuU95evoQNntwK46WoJrcqgoLJCCuMl6KasCqCgskIK4yXopqwKoKCyQgrjJeimrAqgoLJCCuMl6KasCqCgskIK4yXopqwKoKCyQgrjJeimrAqgoLJCCuMl6KasCqCgskIK4yXopqwKoKCyYzJZDIajWBvInUeAYHVNM08GV2HEaBFAMZLUU1YFUHBZIQVxktRTVgVQcFksS3LPTs0/5k1zfe9bViUiHrcOvl0FPxeaKyKpXisXMG1U9+iN5JbUW6Gdqyl3q/vV+LVaGZ3OFeAMs4NB9WOdcP9v6XpsrG6Z/3qyTuDv5x+9yLR9bkdXD05rLpjV//Q5rZ76Hfg5F3V6dvJPuhPqTdiGuvuqdi4HP/z7NJpf+vbkZy2+9EKrrLZ6PyT6fylley863y0zmfBB+rR0rG+Haburl4OmqOlsc5Gy1ml0JiK9fHtoMDzOceLy6yLvnXOmH/VE+yy5ZcPgeDG3XPP/mwvGdt6NXjurdEyBZu1z8Y3jr25AFmLQKExLJaKog87te0y/3F6Mfd6ZC8cxsoD/6oUFH/jW9PRQteY558XM5Gi/KL2yMvJU/zR2WLs/O/opNkcoWtlysDa3E5UmkHg+USscY7lLbv+S1apF/9pWgfmY27Vwi+12GB29gTif2X2u9GoEkC5TyCs0jVbr+SyG3+VX8hFQ1NLzndvlvwsPXs3GggrMx+JDWqfF1VY87FUl5ukFdZtvNiSm1hyZbjVfPOeCSz6xtSpPHk7fLwjxyGqHzHIeAsfI0h9esRhhFwBiz808GJt8U3s9/iCe6uxwtzK9+WDsqh4KoiDKvWeNzqiqPLarqj27hRT3mk6dEExCNStKJ24f0EJK8o9JayEFYUAStDQrYZhoGR4kEFpEUC57YSVsKIQQAkKdavd4mtw0FrpR6C5gpxhuN0qD58RGGX4WEGhWLH6cc/iQrHWevy/kIg2WHNenSu4ZwCzhwPF+iCg3HyQaayu3aqK5U22arVlazpOifTVtbutyxRrM7iBptrq6u/DzdFdGYF/bdib1Vy1Wk07GY/8Kp2pP/MjP+Qi0BykL1z+Za0gY/mIZJA9qPAW7/VVmdb34YddibnV7e63+fF8pTPwOU4HTT68UfuDvkNPu2XxM8XmZYaVTJHMwL92P6r4Gi7ghI+O9XUB2agyfMStRWnVhC88/6bNck23Zr0t9jd/vkQTyuuZU+aHuTEvcdSt5phbtVmPn20U957xQZ1O9Kxu7uRUWM+KFr+GsG8iQ7IXmzCYzhxUCeikGcRKYU0uYp6/nu3pObCW3s+cz8MDPRlQKIGDRrHadbk5WGFNxYstuYnpm5NmSWxQ+zyFnlUFPOANvSFeYGV9duJbcrBCr/lsFfovV5Bdw4V7YsYWece3LH4ja73poCOKKq9VRJUz7Gk9oC8eDEVRhXkkviFHXpEmPNDmmzP901FdN4QqAV0kY3EIK2FFIYASlNyKjJX2K42Aya0aYYahCCthRSGAEpTcSlhRCKAEJbcSVhQCKEHJrYQVhQBKUHIrYUUhgBKU3EpYUQigBCW3ElYUAihBya2EFYUASlByKwrW/wHP0tDuRSLj+QAAAABJRU5ErkJggg==)![](data:image/png;base64,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)

**4. Evaluate a postfix expression using a stack.**

**package** assign3;

**import** java.lang.Math;

**import** java.util.\*;

**class** Stackex {

**static** **int** *MAX*;

**int** top;

**int** a[];

Stackex(**int** n) {

top=-1;

*MAX*=n;

a=**new** **int**[*MAX*];

}

**boolean** push(**int** c)

{

**if**(top>=*MAX*-1)

{

System.***out***.println("Overflow");

**return** **false**;

}

a[++top]=c;

**return** **true**;

}

**int** pop() {

**if**(top<0)

{

System.***out***.println("underflow");

**return** 0;

}

**int** p=a[top--];

**return** p;

}

**void** display() {

**for**(**int** i=0; i<top;i++)

System.***out***.print(pop());

}

}

**public** **class** A3\_Q4 {

**static** **int** evaluate(String s)

{

Stackex se=**new** Stackex(s.length());

**for**(**int** i=0;i<s.length();i++)

{ **char** c=s.charAt(i);

**if**(Character.*isDigit*(c))

se.push(c-'0');

**else** {

**int** v1=se.pop();

**int** v2=se.pop();

**switch**(c) {

**case** '+':

se.push(v2+v1);

**break**;

**case** '-':

se.push(v2-v1);

**break**;

**case** '\*':

se.push(v2\*v1);

**break**;

**case** '/':

se.push(v2/v1);

**break**;

**case** '^':

se.push(v2^v1);

**break**;

}

}

}

**return** se.pop();

}

**public** **static** **void** main(String[] args) {

Scanner sc=**new** Scanner(System.***in***);

String str=sc.nextLine();

System.***out***.println(*evaluate*(str));

sc.close();

}

}
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**5. Convert an infix expression to postfix using a stack.**

**package** assign3;

**import** java.util.Scanner;

**class** Stac{

**int** top;

**char** a[];

**static** **int** *MAX*;

Stac(**int** size)

{ top=-1;

*MAX*=size;

a=**new** **char**[size];

}

**boolean** isEmpty() {

**return**(top<0);

}

**boolean** isFull() {

**return**(top>=*MAX*-1);

}

**void** push(**char** c) {

**if**(isFull())

{ System.***out***.println("overflow");

**return**; }

a[++top]=c;

}

**char** pop() { **if**(isEmpty())

{ System.***out***.println("underflow");

**return** '0'; }

**return** a[top--];

}

**char** peek() {

**return** top<0?'0':a[top];

}

}

**class** StackApp1{

**public** **static** **int** precedence(**char** ch) {

**switch** (ch) {

**case** '+':

**case** '-':

**return** 1;

**case** '\*':

**case** '/':

**return** 2;

**case** '^':

**return** 3;

}

**return** -1;

}

**static** StringBuffer evaluation(String s) {

Stac st=**new** Stac(s.length());

**char**[] cnew=**new** **char**[s.length()];

cnew=s.toCharArray();

StringBuffer sb=**new** StringBuffer();

**for**(**int** i=0;i<cnew.length;i++) {

**if**(Character.*isLetter*(cnew[i])) {

sb.append(cnew[i]);

}

**else** {

**while**(!st.isEmpty() && *precedence*(cnew[i]) <= *precedence*(st.peek()))

{

sb.append(st.pop());

}

st.push(cnew[i]);

}

}

**while**(!st.isEmpty())

sb.append(st.pop());

**return** sb;

}

}

**public** **class** A3\_Q5 {

**public** **static** **void** main(String[] args) {

Scanner sc=**new** Scanner(System.***in***);

String s=sc.nextLine();

StringBuffer sb =**new** StringBuffer();

sb.append(StackApp1.*evaluation*(s));

System.***out***.println(sb.toString());

sc.close();

}

}

**Test Case 1**:  
Input: "A + B \* C"  
Output: "A B C \* +"

* **Test Case 2**:  
  Input: "A \* B + C / D"  
  Output: "A B \* C D / +"

**6. Implement a Queue using an array.**

* **Test Case 1**:  
  Input: Enqueue 5, Enqueue 10, Dequeue  
  Output: Queue = [10], Dequeued element = 5
* **Test Case 2**:  
  Input: Enqueue 1, 2, 3, Dequeue, Dequeue  
  Output: Queue = [3], Dequeued elements = 1, 2

**7. Implement a Circular Queue using an array.**

* **Test Case 1**:  
  Input: Enqueue 4, 5, 6, 7, Dequeue, Enqueue 8  
  Output: Queue = [8, 5, 6, 7]
* **Test Case 2**:  
  Input: Enqueue 1, 2, 3, 4, Dequeue, Dequeue, Enqueue 5  
  Output: Queue = [5, 3, 4]

**package** assign3;

**class** Q {

**private** **int**[] queue;

**private** **int** front, rear, size;

// Constructor to initialize the queue

**public** Q(**int** capacity) {

queue = **new** **int**[capacity];

front = -1;

rear = -1;

size = capacity;

}

// Check if the queue is full

**public** **boolean** isFull() {

**return** (rear + 1) % size == front;

}

// Check if the queue is empty

**public** **boolean** isEmpty() {

**return** front == -1;

}

// Enqueue operation to add an element

**public** **void** enqueue(**int** value) {

**if** (isFull()) {

System.***out***.println("Queue is full. Cannot enqueue " + value);

**return**;

}

**if** (isEmpty()) {

front = 0;

}

rear = (rear + 1) % size;

queue[rear] = value;

System.***out***.println("Enqueued " + value);

}

// Dequeue operation to remove an element

**public** **int** dequeue() {

**if** (isEmpty()) {

System.***out***.println("Queue is empty. Cannot dequeue.");

**return** -1;

}

**int** result = queue[front];

**if** (front == rear) { // Queue has only one element

front = -1;

rear = -1;

} **else** {

front = (front + 1) % size;

}

System.***out***.println("Dequeued " + result);

**return** result;

}

// Function to print the current state of the queue

**public** **void** printQueue() {

**if** (isEmpty()) {

System.***out***.println("Queue is empty.");

**return**;

}

System.***out***.print("Queue = [");

**int** i = front;

**while** (**true**) {

System.***out***.print(queue[i]);

**if** (i == rear) **break**;

System.***out***.print(", ");

i = (i + 1) % size;

}

System.***out***.println("]");

}

}

**public** **class** A3\_Q7 {

**public** **static** **void** main(String[] args) {

Q cq = **new** Q(5); // Create a queue with capacity 5

// Test Case 1

cq.enqueue(4);

cq.enqueue(5);

cq.enqueue(6);

cq.enqueue(7);

cq.dequeue();

cq.enqueue(8);

cq.printQueue(); }

}

**8. Implement a Queue using two Stacks.**

* **Test Case 1**:  
  Input: Enqueue 3, Enqueue 7, Dequeue  
  Output: Queue = [7], Dequeued element = 3
* **Test Case 2**:  
  Input: Enqueue 10, 20, Dequeue, Dequeue  
  Output: Queue = [], Dequeued elements = 10, 20

import java.util.Stack;

class QueueUsingStacks {

private Stack<Integer> stack1;

private Stack<Integer> stack2;

public QueueUsingStacks() {

stack1 = new Stack<>();

stack2 = new Stack<>();

}

// Enqueue operation

public void enqueue(int value) {

stack1.push(value);

}

// Dequeue operation

public int dequeue() {

if (stack2.isEmpty()) {

// Move elements from stack1 to stack2

while (!stack1.isEmpty()) {

stack2.push(stack1.pop());

}

}

// If stack2 is still empty, the queue is empty

if (stack2.isEmpty()) {

throw new RuntimeException("Queue is empty");

}

return stack2.pop();

}

// Peek operation to see the front element

public int peek() {

if (stack2.isEmpty()) {

while (!stack1.isEmpty()) {

stack2.push(stack1.pop());

}

}

if (stack2.isEmpty()) {

throw new RuntimeException("Queue is empty");

}

return stack2.peek();

}

// Check if the queue is empty

public boolean isEmpty() {

return stack1.isEmpty() && stack2.isEmpty();

}

// Get the size of the queue

public int size() {

return stack1.size() + stack2.size();

}

}

public class Main {

public static void main(String[] args) {

QueueUsingStacks queue = new QueueUsingStacks();

queue.enqueue(1);

queue.enqueue(2);

queue.enqueue(3);

System.out.println("Dequeue: " + queue.dequeue()); // Outputs: 1

System.out.println("Peek: " + queue.peek()); // Outputs: 2

System.out.println("Size: " + queue.size()); // Outputs: 2

System.out.println("Dequeue: " + queue.dequeue()); // Outputs: 2

System.out.println("Dequeue: " + queue.dequeue()); // Outputs: 3

System.out.println("Is queue empty? " + queue.isEmpty()); // Outputs: true

}

}

**9. Implement a Min-Heap.**

* **Test Case 1**:   
  Input: Insert 10, 15, 20, 17, Extract Min  
  Output: Min-Heap = [15, 17, 20], Extracted Min = 10
* **Test Case 2**:  
  Input: Insert 30, 40, 20, 50, Extract Min  
  Output: Min-Heap = [30, 40, 50], Extracted Min = 20

import java.util.Arrays;

class MinHeap {

private int[] heap;

private int size;

private int capacity;

// Constructor to initialize the heap

public MinHeap(int capacity) {

this.capacity = capacity;

this.size = 0;

heap = new int[capacity];

}

// Helper method to get the index of the parent of a node

private int parent(int index) {

return (index - 1) / 2;

}

// Helper method to get the index of the left child of a node

private int leftChild(int index) {

return (2 \* index) + 1;

}

// Helper method to get the index of the right child of a node

private int rightChild(int index) {

return (2 \* index) + 2;

}

// Swap two elements in the heap

private void swap(int i, int j) {

int temp = heap[i];

heap[i] = heap[j];

heap[j] = temp;

}

// Insert a new value into the heap

public void insert(int value) {

if (size == capacity) {

throw new IllegalStateException("Heap is full");

}

// Insert the new element at the end of the heap

heap[size] = value;

size++;

// Heapify up to maintain the min-heap property

int currentIndex = size - 1;

while (currentIndex > 0 && heap[currentIndex] < heap[parent(currentIndex)]) {

swap(currentIndex, parent(currentIndex));

currentIndex = parent(currentIndex);

}

}

// Heapify down to maintain the min-heap property after extraction

private void heapifyDown(int index) {

int smallest = index;

int left = leftChild(index);

int right = rightChild(index);

// Find the smallest among the node and its children

if (left < size && heap[left] < heap[smallest]) {

smallest = left;

}

if (right < size && heap[right] < heap[smallest]) {

smallest = right;

}

// If the smallest is not the current node, swap and continue heapifying

if (smallest != index) {

swap(index, smallest);

heapifyDown(smallest);

}

}

// Extract the minimum element (root) from the heap

public int extractMin() {

if (size == 0) {

throw new IllegalStateException("Heap is empty");

}

int min = heap[0];

// Replace the root with the last element and reduce the heap size

heap[0] = heap[size - 1];

size--;

// Heapify down to restore the min-heap property

heapifyDown(0);

return min;

}

// Peek at the minimum element without removing it

public int getMin() {

if (size == 0) {

throw new IllegalStateException("Heap is empty");

}

return heap[0];

}

// Print the heap as an array

public void printHeap() {

System.out.println(Arrays.toString(Arrays.copyOfRange(heap, 0, size)));

}

}

public class Main {

public static void main(String[] args) {

MinHeap minHeap = new MinHeap(10);

minHeap.insert(5);

minHeap.insert(3);

minHeap.insert(17);

minHeap.insert(10);

minHeap.insert(84);

minHeap.insert(19);

minHeap.insert(6);

minHeap.insert(22);

minHeap.insert(9);

System.out.println("Heap array:");

minHeap.printHeap(); // Output the heap structure

System.out.println("Extracted Min: " + minHeap.extractMin()); // Output: 3

System.out.println("Heap array after extraction:");

minHeap.printHeap();

System.out.println("Current Min: " + minHeap.getMin()); // Output: 5

}

}

**10. Implement a Max-Heap.**

* **Test Case 1**:  
  Input: Insert 12, 7, 15, 5, Extract Max  
  Output: Max-Heap = [12, 7, 5], Extracted Max = 15
* **Test Case 2**:  
  Input: Insert 8, 20, 10, 3, Extract Max  
  Output: Max-Heap = [10, 8, 3], Extracted Max = 20
* import java.util.Arrays;
* class MaxHeap {
* private int[] heap;
* private int size;
* private int capacity;
* // Constructor to initialize the heap
* public MaxHeap(int capacity) {
* this.capacity = capacity;
* this.size = 0;
* heap = new int[capacity];
* }
* // Helper method to get the index of the parent of a node
* private int parent(int index) {
* return (index - 1) / 2;
* }
* // Helper method to get the index of the left child of a node
* private int leftChild(int index) {
* return (2 \* index) + 1;
* }
* // Helper method to get the index of the right child of a node
* private int rightChild(int index) {
* return (2 \* index) + 2;
* }
* // Swap two elements in the heap
* private void swap(int i, int j) {
* int temp = heap[i];
* heap[i] = heap[j];
* heap[j] = temp;
* }
* // Insert a new value into the heap
* public void insert(int value) {
* if (size == capacity) {
* throw new IllegalStateException("Heap is full");
* }
* // Insert the new element at the end of the heap
* heap[size] = value;
* size++;
* // Heapify up to maintain the max-heap property
* int currentIndex = size - 1;
* while (currentIndex > 0 && heap[currentIndex] > heap[parent(currentIndex)]) {
* swap(currentIndex, parent(currentIndex));
* currentIndex = parent(currentIndex);
* }
* }
* // Heapify down to maintain the max-heap property after extraction
* private void heapifyDown(int index) {
* int largest = index;
* int left = leftChild(index);
* int right = rightChild(index);
* // Find the largest among the node and its children
* if (left < size && heap[left] > heap[largest]) {
* largest = left;
* }
* if (right < size && heap[right] > heap[largest]) {
* largest = right;
* }
* // If the largest is not the current node, swap and continue heapifying
* if (largest != index) {
* swap(index, largest);
* heapifyDown(largest);
* }
* }
* // Extract the maximum element (root) from the heap
* public int extractMax() {
* if (size == 0) {
* throw new IllegalStateException("Heap is empty");
* }
* int max = heap[0];
* // Replace the root with the last element and reduce the heap size
* heap[0] = heap[size - 1];
* size--;
* // Heapify down to restore the max-heap property
* heapifyDown(0);
* return max;
* }
* // Peek at the maximum element without removing it
* public int getMax() {
* if (size == 0) {
* throw new IllegalStateException("Heap is empty");
* }
* return heap[0];
* }
* // Print the heap as an array
* public void printHeap() {
* System.out.println(Arrays.toString(Arrays.copyOfRange(heap, 0, size)));
* }
* }
* public class Main {
* public static void main(String[] args) {
* MaxHeap maxHeap = new MaxHeap(10);
* maxHeap.insert(10);
* maxHeap.insert(4);
* maxHeap.insert(9);
* maxHeap.insert(1);
* maxHeap.insert(7);
* maxHeap.insert(5);
* maxHeap.insert(3);
* System.out.println("Heap array:");
* maxHeap.printHeap(); // Output the heap structure
* System.out.println("Extracted Max: " + maxHeap.extractMax()); // Output: 10
* System.out.println("Heap array after extraction:");
* maxHeap.printHeap();
* System.out.println("Current Max: " + maxHeap.getMax()); // Output: 9
* }
* }

**11. Sort an array using a heap (Heap Sort).**

* **Test Case 1**:  
  Input: [5, 1, 12, 3, 9]  
  Output: [1, 3, 5, 9, 12]
* **Test Case 2**:  
  Input: [20, 15, 8, 10]  
  Output: [8, 10, 15, 20]

import java.util.Arrays;

class HeapSort {

// Helper method to swap two elements in the array

private static void swap(int[] array, int i, int j) {

int temp = array[i];

array[i] = array[j];

array[j] = temp;

}

// Heapify a subtree rooted at index i

// n is the size of the heap

private static void heapify(int[] array, int n, int i) {

int largest = i; // Initialize largest as root

int left = 2 \* i + 1; // left child

int right = 2 \* i + 2; // right child

// If the left child is larger than root

if (left < n && array[left] > array[largest]) {

largest = left;

}

// If the right child is larger than the largest so far

if (right < n && array[right] > array[largest]) {

largest = right;

}

// If the largest is not root, swap it with the largest and heapify the affected subtree

if (largest != i) {

swap(array, i, largest);

// Recursively heapify the affected subtree

heapify(array, n, largest);

}

}

// Function to perform heap sort

public static void heapSort(int[] array) {

int n = array.length;

// Build a max-heap from the input array

for (int i = n / 2 - 1; i >= 0; i--) {

heapify(array, n, i);

}

// One by one, extract elements from the heap

for (int i = n - 1; i > 0; i--) {

// Move the current root (largest) to the end

swap(array, 0, i);

// Reduce the heap size and heapify the root element

heapify(array, i, 0);

}

}

public static void main(String[] args) {

int[] array = {12, 11, 13, 5, 6, 7};

System.out.println("Original Array: " + Arrays.toString(array));

heapSort(array);

System.out.println("Sorted Array: " + Arrays.toString(array));

}

}

**12. Find the kth largest element in a stream of numbers using a heap.**

* **Test Case 1**:  
  Input: Stream = [3, 10, 5, 20, 15], k = 3  
  Output: 10
* **Test Case 2**:  
  Input: Stream = [7, 4, 8, 2, 9], k = 2  
  Output: 8

import java.util.PriorityQueue;

class KthLargestInStream {

private PriorityQueue<Integer> minHeap;

private int k;

// Constructor to initialize the heap and set the value of k

public KthLargestInStream(int k, int[] stream) {

this.k = k;

// A min-heap to store the k largest elements

minHeap = new PriorityQueue<>(k);

// Insert the initial elements from the stream into the heap

for (int num : stream) {

add(num);

}

}

// Function to add a new number from the stream and maintain the heap

public int add(int num) {

// Add the new number to the heap

if (minHeap.size() < k) {

minHeap.offer(num); // Add directly if the heap size is less than k

} else if (num > minHeap.peek()) {

minHeap.poll(); // Remove the smallest element

minHeap.offer(num); // Insert the new number

}

// Return the kth largest element (the root of the heap)

return minHeap.peek();

}

// Function to get the current kth largest element

public int getKthLargest() {

return minHeap.peek();

}

}

public class Main {

public static void main(String[] args) {

int k = 3;

int[] initialStream = {4, 5, 8, 2};

// Initialize the object with the given stream

KthLargestInStream kthLargest = new KthLargestInStream(k, initialStream);

System.out.println("Initial kth largest: " + kthLargest.getKthLargest()); // Should print 4

// Add new elements from the stream and get the kth largest element

System.out.println("Add 3: " + kthLargest.add(3)); // Output: 4

System.out.println("Add 5: " + kthLargest.add(5)); // Output: 5

System.out.println("Add 10: " + kthLargest.add(10)); // Output: 5

System.out.println("Add 9: " + kthLargest.add(9)); // Output: 8

System.out.println("Add 4: " + kthLargest.add(4)); // Output: 8

}

}

**13. Implement a Priority Queue using a heap.**

* **Test Case 1**:  
  Input: Enqueue with priorities: 3 (priority 1), 10 (priority 3), 5 (priority 2), Dequeue  
  Output: Dequeued element = 10 (highest priority), Priority Queue = [5, 3]
* **Test Case 2**:  
  Input: Enqueue with priorities: 7 (priority 4), 8 (priority 2), 6 (priority 3), Dequeue  
  Output: Dequeued element = 7, Priority Queue = [6, 8]

import java.util.Arrays;

class PriorityQueueUsingHeap {

private int[] heap;

private int size;

private int capacity;

// Constructor to initialize the priority queue

public PriorityQueueUsingHeap(int capacity) {

this.capacity = capacity;

this.size = 0;

this.heap = new int[capacity];

}

// Helper method to get the index of the parent of a node

private int parent(int index) {

return (index - 1) / 2;

}

// Helper method to get the index of the left child of a node

private int leftChild(int index) {

return (2 \* index) + 1;

}

// Helper method to get the index of the right child of a node

private int rightChild(int index) {

return (2 \* index) + 2;

}

// Swap two elements in the heap

private void swap(int i, int j) {

int temp = heap[i];

heap[i] = heap[j];

heap[j] = temp;

}

// Insert a new element into the priority queue

public void insert(int value) {

if (size == capacity) {

throw new IllegalStateException("Priority Queue is full");

}

// Insert the new element at the end of the heap

heap[size] = value;

size++;

// Heapify up to maintain the min-heap property

int currentIndex = size - 1;

while (currentIndex > 0 && heap[currentIndex] < heap[parent(currentIndex)]) {

swap(currentIndex, parent(currentIndex));

currentIndex = parent(currentIndex);

}

}

// Heapify down to maintain the min-heap property after extraction

private void heapifyDown(int index) {

int smallest = index;

int left = leftChild(index);

int right = rightChild(index);

// Find the smallest among the node and its children

if (left < size && heap[left] < heap[smallest]) {

smallest = left;

}

if (right < size && heap[right] < heap[smallest]) {

smallest = right;

}

// If the smallest is not the current node, swap and continue heapifying

if (smallest != index) {

swap(index, smallest);

heapifyDown(smallest);

}

}

// Extract the element with the highest priority (smallest value)

public int extractMin() {

if (size == 0) {

throw new IllegalStateException("Priority Queue is empty");

}

int min = heap[0];

// Replace the root with the last element and reduce the heap size

heap[0] = heap[size - 1];

size--;

// Heapify down to restore the min-heap property

heapifyDown(0);

return min;

}

// Peek at the element with the highest priority (smallest value)

public int peekMin() {

if (size == 0) {

throw new IllegalStateException("Priority Queue is empty");

}

return heap[0];

}

// Return true if the priority queue is empty

public boolean isEmpty() {

return size == 0;

}

// Print the priority queue as an array

public void printQueue() {

System.out.println(Arrays.toString(Arrays.copyOfRange(heap, 0, size)));

}

}

public class Main {

public static void main(String[] args) {

PriorityQueueUsingHeap pq = new PriorityQueueUsingHeap(10);

pq.insert(3);

pq.insert(10);

pq.insert(5);

pq.insert(1);

pq.insert(7);

System.out.println("Priority Queue:");

pq.printQueue();

System.out.println("Extracted Min: " + pq.extractMin()); // Should return 1

System.out.println("Priority Queue after extraction:");

pq.printQueue();

System.out.println("Current Min: " + pq.peekMin()); // Should return 3

}

}

**14. Design an algorithm to implement a stack with a getMin() function to return the minimum element in constant time.**

* **Test Case 1**:  
  Input: Push 5, Push 3, Push 7, Get Min  
  Output: Min = 3
* **Test Case 2**:  
  Input: Push 10, Push 8, Push 6, Push 12, Get Min  
  Output: Min = 6
* **package** assign3;
* **class** Main{
* **int** top;
* **int** a[]=**new** **int**[6];
* **int** min;
* Main() {
* top=-1;
* }
* **void** push(**int** d) {
* **if**(top>=5)
* **return**;
* **if**(top==-1)
* min=d;
* **else**
* **if**(d<min)
* min=d;
* a[++top]=d;
* }
* **void** pop() {
* **if**(top<-1)
* **return**;
* top--;
* **return**;
* }
* **void** getMin() {
* System.***out***.println(min);
* }


* }
* **public** **class** A3\_Q14 {
* **public** **static** **void** main(String[] args) {
* Main s=**new** Main();
* s.push(10);
* s.push(8);
* s.push(6);
* s.push(12);
* s.getMin();
* }
* }

**15. Design a Circular Queue with a fixed size, supporting enqueue, dequeue, and isFull/isEmpty operations.**

* **Test Case 1**:  
  Input: Size = 4, Enqueue 1, 2, 3, 4, isFull()  
  Output: True
* **Test Case 2**:  
  Input: Size = 3, Enqueue 5, 6, Dequeue, Enqueue 7, isEmpty()  
  Output: False